Project PolyClass

# Purpose

The purpose of this program is to be able to convert a class in one language into a class in any other programming language. This program will create a simple framework for the design of the class in the two languages. It will not incorporate the logic and/or inner body of the class or methods nor values of any member variables. A class that can be translated into any language shall be called a PolyClass©. The PolyClass© is based on <http://hyperpolyglot.org/> and the fact that the structure for most classes is incredibly similar.

# Elements of the Program

[FileTokenizer](#_The_LanguageTokenizer) An abstract class that reads a file and tokenizes from a file into the program.

[LanguageAnalyzer](#_The_LanguageParser) An abstract class that analyzes tokens from the file using [FileTokenizer](#_The_LanguageTokenizer).

[PolyClass](#_The_PolyClass©)© Contains all the information needed to create a class in any language. Note that some languages support features that others do not; these members are simply ignored (i.e. duck typing).

[LanguageAssembler](#_The_LanguageInterpreter) An interface. A [PolyClass](#_The_PolyClass)© object may be passed into the constructor for any LanguageAssembler which will then use the [FileWriter](#_The_LanguageWriter_1) to create the file of the given type.

[FileWriter](#_The_LanguageWriter_1) Writes the class to file given from any [LanguageAssembler](#_The_LanguageAssembler).

Supported Languages Each language should have its own classes that inherit from either a [FileTokenizer](#_The_LanguageTokenizer) and [LanguageAnalyzer](#_The_LanguageAnalyzer) for reading a language or just a [LanguageAssembler](#_The_LanguageInterpreters) for writing the language. This project should be able to support the creation of a tokenizer, analyzer and assemblers for any Object Oriented language. *Examples* below:

* Programming Languages
  + C++ (.h and .cpp)
  + Java (.java)
* Modeling / Markup Languages
  + HTML (.html or .htm)
  + UML (.txt)
  + XML (.xml)
* Scripting Languages
  + Javascript (.html or .htm)
  + Python (.py)
* Other Languages
  + perl
  + SQL (.txt) - modeling

# The FileTokenizer

A FileTokenizer will be independent of how a language is structured. The tokenizer will simply return individual token Strings from the file via the nextToken() and previousToken().

|  |
| --- |
| FileTokenizer |
| - operators : String  - symbols : String  - indentLevel : long  - line : long  - fileScanner : Scanner  - fileInput : FileInputStream  - tokens : LinkedList<String>  $ stack : Stack<String> |
| FileTokenizer(filepath : String)  - nextLine() : String  + previousToken() : String  + nextToken() : String  $ stackIsBalanced() : boolean  $ stackReset() : void  $ stackUpdate(input : String) : boolean |

# The LanguageAnalyzer

A LanguageAnalyzer should be able to analyze from the tokens the proper visibility, modifiers, identifiers, etc. from surrounding tokens to appropriate the data for every class and its members and pass it into a [PolyClass](#_The_PolyClass©) (5) object. Analyzers should ignore the body of a function and work with only the structure of a class. For example, in a Java program, an opening '{' after an operation declaration should indicate the analyzer to ignore data (i.e. keep reading but do nothing with the data) until the respective closing '}' is found.

|  |
| --- |
| *LanguageAnalyzer* |
| - tokenizer : [FileTokenizer](#_The_LanguageTokenizer)  *- keywords : LinkedList<String>*  *- comment : String*  *- mlCommentOpen : String*  *- mlCommentClose : String*  *- mlComment : boolean*  - polyClass : [PolyClass](#_The_PolyClass©) |
| + LanguageAnalyzer(tokenizer : FileTokenizer)  *+ analyzeFile() : void*  *+ analyzeClass() : void*  *+ analyzeAttribute(): void*  *+ analyzeOperation(): void*  *+ analyzeArguments(): void*  *+ analyzeVisibility(): void*  *+ analyzeModifier(): void*  *+ analyzeIdentifier(): void*  *+ analyzeDataType(): void*  *+ getPolyClass() : PolyClass* |

To determine where an operation or a class ends (for example Java-like languages that have beginning and terminating braces {}) use a Stack to check for balanced parentheses, brackets, and braces.

## Plain Text UML Analyzer (Example LanguageAnalyzer)

The UMLAnalyzer (as modeled after ***Figure 1***) need only call analyzeFile() method. The analyzeFile() method should then incorporate all the below methods recursively.

![C:\Users\agarcia\OneDrive\Programming\Java\PolyClass\screenshot.1476305641.png](data:image/png;base64,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)analyzeClass()

* check if the line ends with "<T>", or "<E>", etc. this indicates the class uses generics
* check if next line is "<<Interface>>"
* check if next line is "<<Enumeration>>" or "<<enum>>"
* check if next line is "<<Abstract>>" (normally abstract items should be italicized, but this is not possible in plain text
* check if line begins with "$" or next line is "<<Static>>" (normally abstract items should be underlined, but this is not possible in plain text

Figure

* As good coding style indicates, one should have attributes declared before operations, but a well coded program should be able to identify when there is an operation or attribute. So for now call analyzeAttributes() and then call analyzeOperations().

analyzeAttributes() - if line begins with "+-" return

analyzeAttribute() - should call each of the following once:

* analyzeVisibility()
* analyzeIdentifier()
* analyzeDataType()

analyzeOperations() - if line begins with "+-", or "--" return

analyzeOperation() - If the operation identifier is the same as the Class name, this is a constructor (not void return type)

analyzeVisibility() - could be '+' (public), '-' (private), '#' (protected), '$' (static), or none

analyzeModifier()

analyzeIdentifier()

analyzeDataType() - matches ": String", ": int", ": double", etc.

cleanline()

* Remove all the '-', '+', and '|' characters
* Find the index of ':', '(', and ')' characters
* Trim whitespace from the line

# The PolyClass©

The PolyClass© is a generic class (unrelated to Java Generics) that can be used to define all the properties of a class as defined in any Object-Oriented programming language. The following parts make up the PolyClass©. Class models are listed in order of which they are required by reference.

## The PolyClassPart

The abstract PolyClassPart contains variables and methods that are common to all Classes, Attributes, and Operations.

|  |
| --- |
| *PolyClassPart* |
| # identifier : String  # mfr\_static : boolean  # mfr\_constant : boolean  # mfr\_abstract : boolean  # visibility : int |
| Get and set for each attribute above as appropriate. |

Visibility attribute should follow this scheme: 0-none, 1-private, 2-protected, 3-public.

## The PolyDataType

The PolyDataType is an enumeration that will define the different primitive data types common to most Object-Oriented languages. It will also help to differentiate between primitive data types and custom classes.

|  |
| --- |
| PolyDataType  <<Enumeration>> |
| VOID  BOOLEAN  CHARACTER  BYTE  SHORT  INTEGER  LONG  FLOAT  DOUBLE  STRING  CLASS |

The PolyDataType.CLASS value will be a reference to a specific external class that may be a custom or built-in library class (like MyCustomClass or Java’s Scanner). There then will be a member of the Attribute, Argument, Return, or Operation called className which will be a String value naming the specific class as seen in the [PolyAttribute](#_The_PolyAttribute) (5.3), [PolyArgument](#_The_PolyOperationPart) (5.4), [PolyReturn](#_The_PolyReturn) (5.5), and [PolyOperation](#_The_PolyOperation) (5.7) classes.

## The PolyAttribute

Also known in some languages as a member variable or field, the PolyAttribute will inherit from the [PolyClassPart](#_The_PolyClassPart) (5.1) and have the following structure.

|  |
| --- |
| PolyAttribute |
| - className : String  - datatype : PolyDataType |
| + PolyAttribute(identifier : String, className : String)  + PolyAttribute(identifier : String, dataType : PolyDataType)  Get and set for each attribute above as appropriate. |

It is recommended that a PolyAttribute be instantiated anonymously.

## The PolyArgument

The PolyArgument will be arguments or parameters for a [PolyOperation](#_The_PolyOperation) (5.6) and will have the following structure. It will inherit from the [PolyReturn](#_The_PolyReturn) (5.5).

|  |
| --- |
| PolyArgument |
| - identifier : String |
| + PolyArgument(identifier : String, className : String)  + PolyArgument(identifier : String, dataType : PolyDataType)  Get and set for each attribute above as appropriate. |

The setClassName() will automatically fill the dataType field to PolyDataType.CLASS (5.2). It is recommended that a PolyArgument be instantiated anonymously within a [PolyOperation](#_The_PolyOperation) (5.6) object.

## The PolyReturn

The PolyReturn will be return objects for a [PolyOperation](#_The_PolyOperation) (5.6) and will have the following structure. It will *not* inherit from the [PolyClassPart](#_The_PolyClassPart_1) (5.1).

|  |
| --- |
| PolyArgument |
| - dataType : PolyDataType  - className : String |
| + PolyReturn(className : String)  + PolyReturn(dataType : PolyDataType)  Get and set for each attribute above as appropriate. |

It is recommended that a PolyReturn be instantiated anonymously within a [PolyOperation](#_The_PolyOperation) (5.6) object.

## The PolyOperation

Also known in some languages as a member methods or functions. The PolyOperation will inherit from the [PolyAttribute](#_The_PolyClass) (5.3) and have the following structure.

|  |
| --- |
| PolyOperation |
| arguments : LinkedList<[PolyArgument](#_The_PolyOperationPart)>  returns : LinkedList<[PolyReturn](#_The_PolyReturn)>  isConstructor : boolean  isDestructor : boolean |
| getNumArgs() : int  addArg(argument : [PolyArgument](#_The_PolyOperationPart)) : void  getArgList() : LinkedList<[PolyArgument](#_The_PolyOperationPart)>  getNumReturns() : int  addReturn(argument : [PolyReturn](#_The_PolyReturn)) : void  getReturnList() : LinkedList<[PolyReturn](#_The_PolyReturn)>  Get, has, and set for each attribute above as appropriate. |

The addArg() and addReturn() methods will add arguments or return objects in the order they are called and will not be rearranged, reordered, or sorted.

## The PolyClass

The PolyClass will inherit from the [PolyClassPart](#_The_PolyClassPart) (5.1) and have the following structure.

|  |
| --- |
| PolyClass |
| - polyClassVersion : int  - isInterface : boolean  - interfaces : LinkedList<String>  - parentClass : LinkedList<String>  - attributes : LinkedList<[PolyAttribute](#_The_PolyAttribute)>  - operations : LinkedList<[PolyOperation](#_The_PolyOperation)>  - innerClasses : LinkedList<[PolyClass](#_The_PolyClass)>  + hasInnerClass(className : String) : boolean  + hasOperation(opName : String) : boolean  + hasAttribute(attrName : String) : boolean |
| Get, has, and set for each attribute above as appropriate. |

The interfaces variable indicates the interface classes (Java Interfaces) which this instance implements.

# The LanguageAssembler

A LanguageAssembler is a class that should use the proper coding style and formatting for the language it will represent. It will have the following structure.

|  |
| --- |
| LanguageAssembler  <<Interface>> |
| - indentLevel : long  - scopeLevel : long  - writer : [FileWriter](#_The_LanguageWriter)  - classToAssemble : [PolyClass](#_The_PolyClass©) |
| + LanguageAssembler(classToTranslate : [PolyClass](#_The_PolyClass))  + assembleClass() : void  - assembleAttributes() : void  - assembleAttribute() : void  - assembleOperations() : void  - assembleOperation() : void  - assembleVisibility() : void  - assembleModifier() : void  - assembleIdentifier() : void  - assembleDataType() : void |

Language assemblers should pass lines into the [FileWriter](#_The_LanguageWriter_1) (7) that are formatted appropriately according to the specific language’s proper coding style.

## Sample Code Translations

Some examples of translating code below:

|  |  |  |  |
| --- | --- | --- | --- |
| Concept | Java[[1]](#footnote-1) | C++[[2]](#footnote-2) | Python[[3]](#footnote-3) |
| Primitive Data Types | byte  boolean  char  int  long  double  float | byte  bool  char  int  long  double  float | (duck typing) |
| String | String | std::string | (duck typing) |
| Attribute and Operation Visibility | None  private  protected  public | None (means public)  private  protected  public | (all visible)  Internal parts usually begin with a \_ in the identifier name. |
| Attribute and Operation Modifiers | final  static  abstract | const  static  virtual | - |
| Inner Classes | Yes | Yes | Yes |
| Aggregate Objects (1 object within an object) | Yes | Yes | Yes |
| Composite Objects (0+ objects within an object) | Yes | Yes | Yes |
| Class Declaration | *visibility* **class** ClassName**{** | *visibility* **class** ClassName**{** | **class** ClassName**:** |
| Class Inheritance | *visibility* **class** ChildClass **extends** ParentClass { | **class** ChildClass **:** *visibility* ParentClass { | **class** ChildClass**(**ParentClass**):** |
| Comment | // | // | # |
| Multiline Comment | /\*\*/ | /\*\*/ | ''' three single quotes ''' |
| Generics | **class** MyGenericsClass**<**T**>** | template | class \_ClassName: |
| Return Types | Void + Primitive Data Types | | - |
| No. of Return Values | One | One | Infinite |

# The FileWriter

The FileWriter is a simple file write class that uses java.io.FileOutputStream and java.io.PrintWriter to write to file lines that are passed into it by a [LanguageAssembler](#_The_LanguageAssembler_1). It will have the following structure.

|  |
| --- |
| FileWriter |
| - filepath : String  - file : FileOutputStream  - printer : PrintWriter |
| + open(filepath : String) : boolean  + writeLine(line : String) : void  + close() : boolean |
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